Statistics 652: Statistical Learning and Prediction

Prediction of Departure Delay of Flights departing from NYC

Chidambaram Allada

APPENDIX Software Details : R-Version- 3.6.1 LIst Of All Packages Required: 1)library(tidyverse) 2)library(nycflights13) 3)library(lubridate) 4)library(corrplot) 5)library(corrgram) 6)library(gam) 7)library(gbm) 8)library(xgboost) 9)library(tree) 10)library(randomForest) 11)library(dplyr)

Time to Knit : 1min 40 seconds

## Dataset

Dataset being analyzed is data from the nycflights13 package

library(tidyverse)  
library(nycflights13)  
library(lubridate)  
library(dplyr)  
library(corrplot)  
library(corrgram)  
library(randomForest)  
library(gam)  
library(gbm)  
library(xgboost)  
library(tree)  
  
#help(flights)  
#help(weather)  
#help(airports)  
#help(planes)  
fltrain <- read\_csv("C:/Users/Chidu/Documents/fltrain.csv.gz")  
fl\_test <- read\_csv("C:/Users/Chidu/Documents/fltest.csv.gz")  
fltrain

## # A tibble: 200,000 x 43  
## year.x month day dep\_time sched\_dep\_time dep\_delay arr\_time sched\_arr\_time  
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 2013 11 7 600 600 0 826 825  
## 2 2013 10 30 1252 1250 2 1356 1400  
## 3 2013 12 18 1723 1715 8 2008 2020  
## 4 2013 11 20 2029 2030 -1 2141 2205  
## 5 2013 10 21 1620 1625 -5 1818 1831  
## 6 2013 11 7 852 900 -8 1139 1157  
## 7 2013 9 29 1519 1529 -10 1639 1649  
## 8 2013 12 21 1526 1530 -4 1654 1710  
## 9 2013 11 7 1650 1650 0 1910 1906  
## 10 2013 3 31 1652 1700 -8 1810 1821  
## # ... with 199,990 more rows, and 35 more variables: arr\_delay <dbl>,  
## # carrier <chr>, flight <dbl>, tailnum <chr>, origin <chr>, dest <chr>,  
## # air\_time <dbl>, distance <dbl>, hour <dbl>, minute <dbl>, time\_hour <dttm>,  
## # temp <dbl>, dewp <dbl>, humid <dbl>, wind\_dir <dbl>, wind\_speed <dbl>,  
## # wind\_gust <dbl>, precip <dbl>, pressure <dbl>, visib <dbl>, name <chr>,  
## # lat <dbl>, lon <dbl>, alt <dbl>, tz <dbl>, dst <chr>, tzone <chr>,  
## # year.y <dbl>, type <chr>, manufacturer <chr>, model <chr>, engines <dbl>,  
## # seats <dbl>, speed <dbl>, engine <chr>

dim(fltrain)

## [1] 200000 43

Dimension of Training Dataset

## Handling of Missing data

fl <- fltrain  
for(i in 1:ncol(fl)) {  
 if(typeof(fl[[i]]) == "character") {  
 fl[[i]] <- factor(fl[[i]])  
 }  
}

counting the missing values in each variable.

missing\_value\_features <- function(x) { sum(is.na(x)) }  
sapply(fl,missing\_value\_features)

## year.x month day dep\_time sched\_dep\_time   
## 0 0 0 4898 0   
## dep\_delay arr\_time sched\_arr\_time arr\_delay carrier   
## 4898 5169 0 5584 0   
## flight tailnum origin dest air\_time   
## 0 1492 0 0 5584   
## distance hour minute time\_hour temp   
## 0 0 0 0 948   
## dewp humid wind\_dir wind\_speed wind\_gust   
## 948 948 5862 982 152260   
## precip pressure visib name lat   
## 937 23092 937 4484 4484   
## lon alt tz dst tzone   
## 4484 4484 4484 4484 4484   
## year.y type manufacturer model engines   
## 34298 31163 31163 31163 31163   
## seats speed engine   
## 31163 199415 31163

Discarding the variables that have more than 5% missing values which is around 10000.

fl <- fl%>% select(-year.y,-type,-manufacturer,-model,-engines,-seats, -speed, -engine,-wind\_gust,-pressure)  
summary(fl)

## year.x month day dep\_time sched\_dep\_time  
## Min. :2013 Min. : 1.000 Min. : 1.0 Min. : 1 Min. : 106   
## 1st Qu.:2013 1st Qu.: 4.000 1st Qu.: 8.0 1st Qu.: 907 1st Qu.: 905   
## Median :2013 Median : 7.000 Median :16.0 Median :1401 Median :1359   
## Mean :2013 Mean : 6.553 Mean :15.7 Mean :1349 Mean :1344   
## 3rd Qu.:2013 3rd Qu.:10.000 3rd Qu.:23.0 3rd Qu.:1745 3rd Qu.:1729   
## Max. :2013 Max. :12.000 Max. :31.0 Max. :2400 Max. :2359   
## NA's :4898   
## dep\_delay arr\_time sched\_arr\_time arr\_delay   
## Min. : -43.0 Min. : 1 Min. : 1 Min. : -79.000   
## 1st Qu.: -5.0 1st Qu.:1104 1st Qu.:1124 1st Qu.: -17.000   
## Median : -2.0 Median :1535 Median :1557 Median : -5.000   
## Mean : 12.7 Mean :1502 Mean :1537 Mean : 6.969   
## 3rd Qu.: 11.0 3rd Qu.:1941 3rd Qu.:1945 3rd Qu.: 14.000   
## Max. :1301.0 Max. :2400 Max. :2359 Max. :1272.000   
## NA's :4898 NA's :5169 NA's :5584   
## carrier flight tailnum origin dest   
## UA :34734 Min. : 1 N725MQ : 350 EWR:71658 ATL : 10319   
## B6 :32355 1st Qu.: 561 N723MQ : 300 JFK:65951 ORD : 10186   
## EV :32217 Median :1499 N722MQ : 294 LGA:62391 LAX : 9472   
## DL :28731 Mean :1975 N711MQ : 290 BOS : 9217   
## AA :19415 3rd Qu.:3470 N713MQ : 260 MCO : 8425   
## MQ :15608 Max. :8500 (Other):197014 CLT : 8319   
## (Other):36940 NA's : 1492 (Other):144062   
## air\_time distance hour minute   
## Min. : 20.0 Min. : 17 Min. : 1.00 Min. : 0.00   
## 1st Qu.: 82.0 1st Qu.: 502 1st Qu.: 9.00 1st Qu.: 8.00   
## Median :129.0 Median : 872 Median :13.00 Median :29.00   
## Mean :150.5 Mean :1038 Mean :13.18 Mean :26.22   
## 3rd Qu.:191.0 3rd Qu.:1389 3rd Qu.:17.00 3rd Qu.:44.00   
## Max. :695.0 Max. :4983 Max. :23.00 Max. :59.00   
## NA's :5584   
## time\_hour temp dewp   
## Min. :2013-01-01 10:00:00 Min. : 10.94 Min. :-9.94   
## 1st Qu.:2013-04-04 20:00:00 1st Qu.: 42.08 1st Qu.:26.06   
## Median :2013-07-03 15:00:00 Median : 57.20 Median :42.80   
## Mean :2013-07-03 12:05:05 Mean : 56.98 Mean :41.62   
## 3rd Qu.:2013-10-01 12:00:00 3rd Qu.: 71.96 3rd Qu.:57.92   
## Max. :2014-01-01 04:00:00 Max. :100.04 Max. :78.08   
## NA's :948 NA's :948   
## humid wind\_dir wind\_speed precip   
## Min. : 12.74 Min. : 0.0 Min. : 0.000 Min. :0.0000   
## 1st Qu.: 43.99 1st Qu.:130.0 1st Qu.: 6.905 1st Qu.:0.0000   
## Median : 57.69 Median :220.0 Median :10.357 Median :0.0000   
## Mean : 59.57 Mean :201.5 Mean :11.107 Mean :0.0045   
## 3rd Qu.: 75.33 3rd Qu.:290.0 3rd Qu.:14.960 3rd Qu.:0.0000   
## Max. :100.00 Max. :360.0 Max. :42.579 Max. :1.2100   
## NA's :948 NA's :5862 NA's :982 NA's :937   
## visib name lat   
## Min. : 0.000 Hartsfield Jackson Atlanta Intl : 10319 Min. :21.32   
## 1st Qu.:10.000 Chicago Ohare Intl : 10186 1st Qu.:32.90   
## Median :10.000 Los Angeles Intl : 9472 Median :36.10   
## Mean : 9.252 General Edward Lawrence Logan Intl: 9217 Mean :36.02   
## 3rd Qu.:10.000 Orlando Intl : 8425 3rd Qu.:41.41   
## Max. :10.000 (Other) :147897 Max. :61.17   
## NA's :937 NA's : 4484 NA's :4484   
## lon alt tz dst   
## Min. :-157.92 Min. : 3.0 Min. :-10.000 A :192358   
## 1st Qu.: -95.28 1st Qu.: 26.0 1st Qu.: -6.000 N : 3158   
## Median : -83.35 Median : 433.0 Median : -5.000 NA's: 4484   
## Mean : -89.44 Mean : 582.5 Mean : -5.748   
## 3rd Qu.: -80.15 3rd Qu.: 748.0 3rd Qu.: -5.000   
## Max. : -68.83 Max. :6602.0 Max. : -5.000   
## NA's :4484 NA's :4484 NA's :4484   
## tzone   
## America/New\_York :114518   
## America/Chicago : 44400   
## America/Los\_Angeles: 27368   
## America/Denver : 6069   
## America/Phoenix : 2759   
## (Other) : 402   
## NA's : 4484

dim(fl)

## [1] 200000 33

na.omit used to omit the missing values

fl <- na.omit(fl)  
dim(fl)

## [1] 184316 33

summary(fl)

## year.x month day dep\_time sched\_dep\_time  
## Min. :2013 Min. : 1.000 Min. : 1.00 Min. : 1 Min. : 500   
## 1st Qu.:2013 1st Qu.: 4.000 1st Qu.: 8.00 1st Qu.: 910 1st Qu.: 905   
## Median :2013 Median : 7.000 Median :16.00 Median :1408 Median :1359   
## Mean :2013 Mean : 6.553 Mean :15.67 Mean :1353 Mean :1342   
## 3rd Qu.:2013 3rd Qu.:10.000 3rd Qu.:23.00 3rd Qu.:1747 3rd Qu.:1729   
## Max. :2013 Max. :12.000 Max. :31.00 Max. :2400 Max. :2345   
##   
## dep\_delay arr\_time sched\_arr\_time arr\_delay   
## Min. : -43.00 Min. : 1 Min. : 1 Min. : -79.000   
## 1st Qu.: -5.00 1st Qu.:1106 1st Qu.:1123 1st Qu.: -17.000   
## Median : -2.00 Median :1545 Median :1602 Median : -5.000   
## Mean : 12.67 Mean :1511 Mean :1544 Mean : 7.014   
## 3rd Qu.: 11.00 3rd Qu.:1946 3rd Qu.:1950 3rd Qu.: 14.000   
## Max. :1301.00 Max. :2400 Max. :2359 Max. :1272.000   
##   
## carrier flight tailnum origin dest   
## UA :32252 Min. : 1 N725MQ : 322 EWR:65512 ATL : 9726   
## B6 :29282 1st Qu.: 544 N723MQ : 271 JFK:60327 ORD : 9443   
## EV :29137 Median :1499 N711MQ : 268 LGA:58477 LAX : 9185   
## DL :26998 Mean :1966 N722MQ : 268 BOS : 8674   
## AA :17742 3rd Qu.:3448 N351JB : 247 MCO : 8131   
## MQ :14382 Max. :8500 N258JB : 244 CLT : 7822   
## (Other):34523 (Other):182696 (Other):131335   
## air\_time distance hour minute   
## Min. : 20.0 Min. : 80 Min. : 5.00 Min. : 0.00   
## 1st Qu.: 81.0 1st Qu.: 502 1st Qu.: 9.00 1st Qu.: 8.00   
## Median :127.0 Median : 866 Median :13.00 Median :29.00   
## Mean :149.5 Mean :1035 Mean :13.15 Mean :26.06   
## 3rd Qu.:184.0 3rd Qu.:1372 3rd Qu.:17.00 3rd Qu.:43.00   
## Max. :695.0 Max. :4983 Max. :23.00 Max. :59.00   
##   
## time\_hour temp dewp   
## Min. :2013-01-01 10:00:00 Min. : 10.94 Min. :-9.94   
## 1st Qu.:2013-04-04 13:00:00 1st Qu.: 42.08 1st Qu.:26.06   
## Median :2013-07-03 17:00:00 Median : 57.02 Median :42.08   
## Mean :2013-07-03 11:34:16 Mean : 56.86 Mean :41.33   
## 3rd Qu.:2013-10-02 10:00:00 3rd Qu.: 71.96 3rd Qu.:57.20   
## Max. :2013-12-30 23:00:00 Max. :100.04 Max. :78.08   
##   
## humid wind\_dir wind\_speed precip   
## Min. : 13.00 Min. : 0.0 Min. : 0.000 Min. :0.000000   
## 1st Qu.: 43.71 1st Qu.:130.0 1st Qu.: 6.905 1st Qu.:0.000000   
## Median : 57.14 Median :220.0 Median :10.357 Median :0.000000   
## Mean : 59.12 Mean :201.9 Mean :11.202 Mean :0.004059   
## 3rd Qu.: 74.29 3rd Qu.:290.0 3rd Qu.:14.960 3rd Qu.:0.000000   
## Max. :100.00 Max. :360.0 Max. :42.579 Max. :1.210000   
##   
## visib name lat   
## Min. : 0.000 Hartsfield Jackson Atlanta Intl : 9726 Min. :21.32   
## 1st Qu.:10.000 Chicago Ohare Intl : 9443 1st Qu.:32.90   
## Median :10.000 Los Angeles Intl : 9185 Median :36.08   
## Mean : 9.294 General Edward Lawrence Logan Intl: 8674 Mean :35.97   
## 3rd Qu.:10.000 Orlando Intl : 8131 3rd Qu.:41.41   
## Max. :10.000 Charlotte Douglas Intl : 7822 Max. :61.17   
## (Other) :131335   
## lon alt tz dst   
## Min. :-157.92 Min. : 3.0 Min. :-10.000 A:181313   
## 1st Qu.: -95.34 1st Qu.: 26.0 1st Qu.: -6.000 N: 3003   
## Median : -83.35 Median : 433.0 Median : -5.000   
## Mean : -89.58 Mean : 582.3 Mean : -5.757   
## 3rd Qu.: -80.15 3rd Qu.: 748.0 3rd Qu.: -5.000   
## Max. : -68.83 Max. :6602.0 Max. : -5.000   
##   
## tzone   
## America/Anchorage : 3   
## America/Chicago : 41444   
## America/Denver : 5819   
## America/Los\_Angeles: 26461   
## America/New\_York :107586   
## America/Phoenix : 2629   
## Pacific/Honolulu : 374

## Summaries of the response variable dep\_delay

The departure delays variable is highly right-skewed that is showed.

range(fl$dep\_delay)

## [1] -43 1301

fivenum(fl$dep\_delay)

## [1] -43 -5 -2 11 1301

quantile(fl$dep\_delay,probs = c(0,0.01,0.05,0.1,0.25,.5,.75,.90,.95,.99,1))

## 0% 1% 5% 10% 25% 50% 75% 90% 95% 99% 100%   
## -43 -12 -9 -7 -5 -2 11 49 88 193 1301

mean(fl$dep\_delay >= 60) # about 15,000 or 8% of flights

## [1] 0.08210356

Top 10 delays.

fl%>% arrange(desc(dep\_delay)) %>% head(10)

## # A tibble: 10 x 33  
## year.x month day dep\_time sched\_dep\_time dep\_delay arr\_time sched\_arr\_time  
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 2013 1 9 641 900 1301 1242 1530  
## 2 2013 9 20 1139 1845 1014 1457 2210  
## 3 2013 3 17 2321 810 911 135 1020  
## 4 2013 7 22 2257 759 898 121 1026  
## 5 2013 12 5 756 1700 896 1058 2020  
## 6 2013 5 19 713 1700 853 1007 1955  
## 7 2013 2 10 2243 830 853 100 1106  
## 8 2013 12 19 734 1725 849 1046 2039  
## 9 2013 12 17 705 1700 845 1026 2020  
## 10 2013 12 14 830 1845 825 1210 2154  
## # ... with 25 more variables: arr\_delay <dbl>, carrier <fct>, flight <dbl>,  
## # tailnum <fct>, origin <fct>, dest <fct>, air\_time <dbl>, distance <dbl>,  
## # hour <dbl>, minute <dbl>, time\_hour <dttm>, temp <dbl>, dewp <dbl>,  
## # humid <dbl>, wind\_dir <dbl>, wind\_speed <dbl>, precip <dbl>, visib <dbl>,  
## # name <fct>, lat <dbl>, lon <dbl>, alt <dbl>, tz <dbl>, dst <fct>,  
## # tzone <fct>

Summaries of departure delay by NYC airport:

Q3 <- function(x) { quantile(x,probs=.75) }  
fl %>% group\_by(origin) %>%   
 summarize(n=n(),med\_d = median(dep\_delay),Q3\_d = Q3(dep\_delay), max\_d = max(dep\_delay)) %>%   
 arrange(desc(Q3\_d)) %>% head(10)

## # A tibble: 3 x 5  
## origin n med\_d Q3\_d max\_d  
## <fct> <int> <dbl> <dbl> <dbl>  
## 1 EWR 65512 -1 15 896  
## 2 JFK 60327 -1 10 1301  
## 3 LGA 58477 -3 7 911

Summaries of departure delay by airline (carrier).

fl %>% group\_by(carrier) %>%   
 summarize(n=n(),med\_d = median(dep\_delay),Q3\_d = Q3(dep\_delay), max\_d = max(dep\_delay)) %>%   
 arrange(desc(Q3\_d)) %>% head(10)

## # A tibble: 10 x 5  
## carrier n med\_d Q3\_d max\_d  
## <fct> <int> <dbl> <dbl> <dbl>  
## 1 EV 29137 -1 25 536  
## 2 WN 6897 1 18 471  
## 3 F9 388 0 17.2 853  
## 4 9E 10179 -2 16 430  
## 5 FL 1832 1 16 602  
## 6 YV 312 -3 13 387  
## 7 B6 29282 -1 12 502  
## 8 UA 32252 0 11 483  
## 9 MQ 14382 -3 9 486  
## 10 VX 2991 0 7 653

fl %>% group\_by(origin,carrier) %>%   
 summarize(n=n(),med\_d = median(dep\_delay),Q3\_d = Q3(dep\_delay), max\_d = max(dep\_delay)) %>%   
 arrange(desc(Q3\_d)) %>% head(10)

## # A tibble: 10 x 6  
## # Groups: origin [3]  
## origin carrier n med\_d Q3\_d max\_d  
## <fct> <fct> <int> <dbl> <dbl> <dbl>  
## 1 EWR OO 3 4 67.5 131  
## 2 EWR EV 23565 -1 26 443  
## 3 LGA EV 4769 -2 22 473  
## 4 JFK 9E 8126 -1 20 430  
## 5 JFK EV 803 -2 19 536  
## 6 EWR WN 3487 2 18 440  
## 7 LGA WN 3410 1 18 471  
## 8 LGA F9 388 0 17.2 853  
## 9 EWR MQ 1156 -2 17 381  
## 10 LGA FL 1832 1 16 602

fl %>% group\_by(dest,carrier) %>%   
 summarize(n=n(),med\_d = median(dep\_delay),Q3\_d = Q3(dep\_delay), max\_d = max(dep\_delay)) %>%   
 arrange(desc(Q3\_d)) %>% head(10)

## # A tibble: 10 x 6  
## # Groups: dest [10]  
## dest carrier n med\_d Q3\_d max\_d  
## <fct> <fct> <int> <dbl> <dbl> <dbl>  
## 1 STL UA 2 77.5 116. 155  
## 2 DTW OO 2 61 96 131  
## 3 TYS EV 183 8 68.5 285  
## 4 PBI EV 3 50 67.5 85  
## 5 ORD OO 1 67 67 67  
## 6 RDU UA 1 60 60 60  
## 7 TUL EV 185 3 53 251  
## 8 OKC EV 184 8.5 51.5 207  
## 9 BHM EV 175 3 50 325  
## 10 CAE EV 57 10 48 163

Summaries of departure delay by date:

fl %>% group\_by(month,day) %>%   
 summarize(n=n(),med\_d = mean(dep\_delay),max\_d = max(dep\_delay)) %>%   
 arrange(desc(med\_d)) %>% head(10) # what happened on march 8?

## # A tibble: 10 x 5  
## # Groups: month [7]  
## month day n med\_d max\_d  
## <dbl> <dbl> <int> <dbl> <dbl>  
## 1 3 8 461 79.5 470  
## 2 7 1 505 58.1 363  
## 3 7 10 471 56.6 576  
## 4 9 2 438 53.7 696  
## 5 12 5 458 52.2 896  
## 6 5 23 453 51.5 410  
## 7 4 19 511 50.4 812  
## 8 9 12 444 50.4 602  
## 9 6 13 469 50.3 388  
## 10 7 22 476 49.9 898

Summaries of departure delay by precipitation:

fl %>% mutate(haveprecip = factor(precip>0)) %>% group\_by(haveprecip) %>%   
 summarize(n=n(),med\_d = median(dep\_delay),Q3\_d = Q3(dep\_delay), max\_d = max(dep\_delay)) %>%   
 arrange(desc(med\_d)) %>% head(10)

## # A tibble: 2 x 5  
## haveprecip n med\_d Q3\_d max\_d  
## <fct> <int> <dbl> <dbl> <dbl>  
## 1 TRUE 11804 5 41 853  
## 2 FALSE 172512 -2 9 1301

den <- nrow(fl)+1  
fl <- fl %>% mutate(dep\_delay = rank(dep\_delay)/den)  
ggplot(fl,aes(x=dep\_delay)) + geom\_histogram(binwidth=.01)
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# Data Wrangling Part

fl <- fl %>%   
 mutate(dep\_date = make\_date(year.x,month,day)) %>%   
 select(-year.x,-month,-day,-dep\_time,-arr\_time,-arr\_delay,  
 -sched\_arr\_time,-tailnum,-flight,-name,-air\_time,  
 -hour,-minute,-time\_hour,-tz,-dst,-dest) %>%  
 mutate(precip = as.numeric(precip>0))  
corrplot(corrgram(fl),type = "upper", order = "hclust",tl.col = "black", tl.srt = 45)
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## Relationship between dep\_delay and quantitative predictors

ggplot(fl,aes(x=dep\_date,y=dep\_delay)) + geom\_point(alpha=.01) + geom\_smooth()  
  
ggplot(fl,aes(x=sched\_dep\_time,y=dep\_delay)) + geom\_point(alpha=0.01) + geom\_smooth()  
  
ggplot(fl,aes(x=distance,y=dep\_delay)) + geom\_point(alpha=0.01) + geom\_smooth()  
ggplot(fl,aes(x=log(distance),y=dep\_delay)) + geom\_point(alpha=0.01) + geom\_smooth()  
  
  
ggplot(fl,aes(x=temp,y=dep\_delay)) + geom\_point(alpha=0.01) + geom\_smooth()  
  
ggplot(fl,aes(x=dewp,y=dep\_delay)) + geom\_point(alpha=0.01) + geom\_smooth()

fl <- mutate(fl,logdistance = log(distance)) %>% select(-distance)  
fl <- mutate(fl,logalt = log(alt)) %>% select(-alt)

## Splitting the Training set into train and validation set for tuning of the parameters

set.seed(123)  
tzone1 <- as.factor(fl$tzone)  
fl <- mutate(fl,tzone=tzone1)  
tr\_size <- ceiling(2\*nrow(fl)/3)  
train <- sample(1:nrow(fl),size=tr\_size)  
fl\_tr <- fl[train,]  
fl\_te <- fl[-train,]  
  
var\_dd <- var(fl\_te$dep\_delay)  
var\_dd

## [1] 0.08311941

## Transforming the Test data set as per the trained model

set.seed(9)  
  
for(j in 1:ncol(fl\_test)) {  
 if(typeof(fl\_test[[j]]) == "character") {  
 fl\_test[[j]] <- factor(fl\_test[[j]])  
 }  
}  
  
fl\_test <- fl\_test%>% select(-year.y,-type,-manufacturer,-model,-engines,-seats, -speed, -engine,-wind\_gust,-pressure)  
fl\_test <- na.omit(fl\_test)  
dim(fl\_test)

## [1] 126034 33

den\_test <- nrow(fl\_test)+1  
fl\_test <- fl\_test %>% mutate(dep\_delay = rank(dep\_delay)/den\_test)  
  
fl\_test <- fl\_test %>%   
 mutate(dep\_date = make\_date(year.x,month,day)) %>%   
 select(-year.x,-month,-day,-dep\_time,-arr\_time,-arr\_delay,  
 -sched\_arr\_time,-tailnum,-flight,-name,-air\_time,  
 -hour,-minute,-time\_hour,-tz,-dst,-dest) %>%  
 mutate(precip = as.numeric(precip>0))  
  
fl\_test <- mutate(fl\_test,logdistance = log(distance)) %>% select(-distance)  
fl\_test <- mutate(fl\_test,logalt = log(alt)) %>% select(-alt)  
  
tzone2 <- as.factor(fl\_test$tzone)  
carrier\_test <-as.factor(fl\_test$carrier)  
origin\_test <- as.factor(fl\_test$origin)  
fl\_test <- mutate(fl\_test,carrier=carrier\_test,origin=origin\_test,tzone=tzone2)  
  
dep\_date\_numeric\_t <- as.numeric(fl\_test$dep\_date)  
dep\_date\_numeric\_t <- dep\_date\_numeric\_t - mean(dep\_date\_numeric\_t)  
fl\_test <- mutate(fl\_test,dep\_date = dep\_date\_numeric\_t)

set.seed(67)  
form <- formula(dep\_delay ~ s(dep\_date) + s(sched\_dep\_time) + carrier + origin + tzone + s(logdistance) +  
 s(temp) + s(dewp) + s(humid) + s(wind\_dir) + s(wind\_speed) + precip + s(visib))  
gam\_fit <- gam(form, data=fl\_tr,family=gaussian)   
summary(gam\_fit)  
plot(gam\_fit,se=TRUE)  
gam\_pred <- predict(gam\_fit,newdata=fl\_te)  
mse\_gam <- mean((fl\_te$dep\_delay-gam\_pred)^2)  
  
mse\_gam  
abs(mse\_gam - var\_dd)/var\_dd

dep\_date\_numeric <- as.numeric(fl\_tr$dep\_date)  
dep\_date\_numeric <- dep\_date\_numeric - mean(dep\_date\_numeric)  
fl\_tr\_tem <- mutate(fl\_tr,dep\_date = dep\_date\_numeric)  
  
dep\_date\_numeric <- as.numeric(fl\_te$dep\_date)  
dep\_date\_numeric <- dep\_date\_numeric - mean(dep\_date\_numeric)  
fl\_te\_tem <- mutate(fl\_te,dep\_date = dep\_date\_numeric)

set.seed(142)  
  
gbm\_fit <-gbm(dep\_delay ~ .,data=fl\_tr\_tem,distribution="gaussian",  
 n.trees = 2000, shrinkage = 0.2, interaction.depth = 3)  
summary(gbm\_fit)  
  
gbm\_pred <- predict(gbm\_fit,newdata=fl\_te\_tem,n.trees = 2000)  
gbm\_pred\_test <- predict(gbm\_fit,newdata=fl\_test,n.trees = 2000)  
mse\_gbm <- mean((fl\_te$dep\_delay-gbm\_pred)^2)  
mse\_gbm\_test <- mean((fl\_test$dep\_delay-gbm\_pred\_test)^2)  
mse\_gbm  
mse\_gbm\_test  
  
abs(mse\_gbm - var\_dd)/var\_dd

Decision trees for regression

set.seed(123)  
  
tree.model <- tree(dep\_delay~., fl\_tr\_tem)  
summary(tree.model)

##   
## Regression tree:  
## tree(formula = dep\_delay ~ ., data = fl\_tr\_tem)  
## Variables actually used in tree construction:  
## [1] "sched\_dep\_time" "humid" "carrier"   
## Number of terminal nodes: 4   
## Residual mean deviance: 0.07595 = 9332 / 122900   
## Distribution of residuals:  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -0.644300 -0.239700 0.006016 0.000000 0.228100 0.577700

plot(tree.model)  
text(tree.model,pretty=0)
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cv.model = cv.tree(tree.model)  
plot(cv.model$size,cv.model$dev, type = "b")

![](data:image/png;base64,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)

prune.model= prune.tree(tree.model, best=4)  
yhat=predict(prune.model, newdata=fl\_te\_tem)  
yhat\_test = predict(prune.model, newdata=fl\_test)  
mean((yhat-fl\_te\_tem$dep\_delay)^2)

## [1] 0.07628095

mean((yhat\_test-fl\_test$dep\_delay)^2)

## [1] 0.07586896

Using Random Forest method for regression

set.seed(432)  
fl\_rf <- fl\_tr\_tem[1:35000,]  
bag.flights <- randomForest(fl\_rf$dep\_delay~., data=fl\_rf,ntree=100, importance=TRUE,na.action=na.omit)  
bag.flights  
yhat.bag <- predict(bag.flights,newdata= fl\_te\_tem)  
yhat.bag\_test <- predict(bag.flights, newdata=fl\_test)  
mean((yhat.bag-fl\_te\_tem$dep\_delay)^2)  
mean((yhat.bag\_test -fl\_test$dep\_delay)^2)

set.seed(134)  
data.xg <- xgb.DMatrix(data=data.matrix(fl\_tr\_tem[-2]), label=fl\_tr\_tem$dep\_delay)  
bst\_dmatrix <- xgboost(data=data.xg, max.depth=10,eta = 0.3, nrounds=100, eval\_metric ="rmse")

## [1] train-rmse:0.272287   
## [2] train-rmse:0.262661   
## [3] train-rmse:0.256055   
## [4] train-rmse:0.251486   
## [5] train-rmse:0.246958   
## [6] train-rmse:0.244102   
## [7] train-rmse:0.241053   
## [8] train-rmse:0.238290   
## [9] train-rmse:0.236164   
## [10] train-rmse:0.234420   
## [11] train-rmse:0.232542   
## [12] train-rmse:0.231670   
## [13] train-rmse:0.230701   
## [14] train-rmse:0.229577   
## [15] train-rmse:0.227457   
## [16] train-rmse:0.226650   
## [17] train-rmse:0.225021   
## [18] train-rmse:0.223991   
## [19] train-rmse:0.223346   
## [20] train-rmse:0.222551   
## [21] train-rmse:0.221195   
## [22] train-rmse:0.220478   
## [23] train-rmse:0.220037   
## [24] train-rmse:0.218570   
## [25] train-rmse:0.217824   
## [26] train-rmse:0.216946   
## [27] train-rmse:0.216574   
## [28] train-rmse:0.215742   
## [29] train-rmse:0.215258   
## [30] train-rmse:0.214199   
## [31] train-rmse:0.213031   
## [32] train-rmse:0.212376   
## [33] train-rmse:0.211394   
## [34] train-rmse:0.210862   
## [35] train-rmse:0.210556   
## [36] train-rmse:0.209610   
## [37] train-rmse:0.208961   
## [38] train-rmse:0.207760   
## [39] train-rmse:0.206760   
## [40] train-rmse:0.205982   
## [41] train-rmse:0.205357   
## [42] train-rmse:0.204501   
## [43] train-rmse:0.203894   
## [44] train-rmse:0.202993   
## [45] train-rmse:0.202228   
## [46] train-rmse:0.201912   
## [47] train-rmse:0.201732   
## [48] train-rmse:0.201252   
## [49] train-rmse:0.200998   
## [50] train-rmse:0.200289   
## [51] train-rmse:0.199479   
## [52] train-rmse:0.199096   
## [53] train-rmse:0.198797   
## [54] train-rmse:0.198283   
## [55] train-rmse:0.197604   
## [56] train-rmse:0.196841   
## [57] train-rmse:0.196028   
## [58] train-rmse:0.195582   
## [59] train-rmse:0.194972   
## [60] train-rmse:0.194614   
## [61] train-rmse:0.193754   
## [62] train-rmse:0.193029   
## [63] train-rmse:0.192260   
## [64] train-rmse:0.191463   
## [65] train-rmse:0.190951   
## [66] train-rmse:0.190069   
## [67] train-rmse:0.189479   
## [68] train-rmse:0.189206   
## [69] train-rmse:0.188774   
## [70] train-rmse:0.188042   
## [71] train-rmse:0.187462   
## [72] train-rmse:0.186601   
## [73] train-rmse:0.186187   
## [74] train-rmse:0.185811   
## [75] train-rmse:0.185496   
## [76] train-rmse:0.184813   
## [77] train-rmse:0.184535   
## [78] train-rmse:0.184119   
## [79] train-rmse:0.183726   
## [80] train-rmse:0.183387   
## [81] train-rmse:0.182908   
## [82] train-rmse:0.181861   
## [83] train-rmse:0.181406   
## [84] train-rmse:0.180916   
## [85] train-rmse:0.180203   
## [86] train-rmse:0.179564   
## [87] train-rmse:0.179230   
## [88] train-rmse:0.178760   
## [89] train-rmse:0.178625   
## [90] train-rmse:0.178368   
## [91] train-rmse:0.178248   
## [92] train-rmse:0.177726   
## [93] train-rmse:0.177124   
## [94] train-rmse:0.176468   
## [95] train-rmse:0.175937   
## [96] train-rmse:0.175059   
## [97] train-rmse:0.174326   
## [98] train-rmse:0.173833   
## [99] train-rmse:0.173589   
## [100] train-rmse:0.173253

bst\_dmatrix

## ##### xgb.Booster  
## raw: 3.8 Mb   
## call:  
## xgb.train(params = params, data = dtrain, nrounds = nrounds,   
## watchlist = watchlist, verbose = verbose, print\_every\_n = print\_every\_n,   
## early\_stopping\_rounds = early\_stopping\_rounds, maximize = maximize,   
## save\_period = save\_period, save\_name = save\_name, xgb\_model = xgb\_model,   
## callbacks = callbacks, max.depth = 10, eta = 0.3, eval\_metric = "rmse")  
## params (as set within xgb.train):  
## max\_depth = "10", eta = "0.3", eval\_metric = "rmse", silent = "1"  
## xgb.attributes:  
## niter  
## callbacks:  
## cb.print.evaluation(period = print\_every\_n)  
## cb.evaluation.log()  
## # of features: 16   
## niter: 100  
## nfeatures : 16   
## evaluation\_log:  
## iter train\_rmse  
## 1 0.272287  
## 2 0.262661  
## ---   
## 99 0.173589  
## 100 0.173253

data.val.xg <- xgb.DMatrix(data=data.matrix(fl\_te\_tem[-2]), label=fl\_te\_tem$dep\_delay)  
data.test.xg <- xgb.DMatrix(data=data.matrix(fl\_test[-2]), label=fl\_test$dep\_delay)  
pred <- predict(bst\_dmatrix,data.val.xg)  
pred\_test <- predict(bst\_dmatrix,data.test.xg)  
xgb\_val\_mse <- mean((pred-fl\_te\_tem$dep\_delay)^2)  
xgb\_val\_mse

## [1] 0.06584833

xgb\_te\_mse <- mean((pred\_test-fl\_test$dep\_delay)^2)  
xgb\_te\_mse

## [1] 0.06541933